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Abstract
Reducing power plays a vital role in low power VLSI design. In the VLSI design circuits, clocking is the most dominating power consuming element. To acquire the optimum power, it is essential to reduce the clocking power. Hence this paper describes a method for reducing the power consumption by replacing some flip flops with fewer multi-bit flip-flops. A combination table is used here to store the possible combination of flip-flops, for reducing the search space and can be merged. This concept is implemented in a simple memory circuit. Our proposed work will reduce the power by triple the time than that of the conventional system.

I. Introduction
Nowadays, achieving low power consumption is a tedious one in IC fabrication industries. As well as it needs a faster clock which consumes more power. Clock tree synthesis (CTS) is the process of insertion of buffers or inverters along the clock path of ASIC design, in order to achieve zero/minimum skew or balanced skew. Large clock skew can force the designer to use large time period between clock pulses. This makes the system slower. Usually, clock trees are created by using buffers or inverters. Building an inverter clock tree would use less FFT’s than building buffer clock tree to urge a similar target skew. Thus, it might get less delay and power. To optimize the power consumption, several low-power design techniques are introduced, such as clock gating, substituting non-timing-critical cells with their high-Vt counter components, power gating, making multi-supply-voltage styles, dynamic voltage/frequency scaling and minimizing clock network. Among these techniques, minimizing clock network is extremely vital in reducing power consumption as a result of it accounts for up to 45% of dynamic power of the chip. In this clock system power, 90% is consumed by the flip-flops themselves and also the last branches of the clock distribution network that directly drives the flip-flops. This is often due to the high switching activity. Unremarkably, single bit flip-flop are used and every flip-flop needs a separate clock buffers, which consumes large power. The rest of this paper is structured as follows. Section 2 describes the conventional flip-flop and their problems. In Sections 3 will explains the proposed method and section 4 describes the implementation details. Section 5 and Section 6 describes the simulation analysis and conclusion respectively.

II. Conventional System
A flip-flop is a single bit memory storage element, which is very similar to a latch in that it is a bistable multivibrator, having two states and a feedback path that allows it to store a single bit of information. The difference between a latch and a flip-flop is that a latch is level triggered and the flip-flop is edge triggered. There are several different types of flip-flop each with its own uses and peculiarities. The four main types of flip-flop are: SR, JK, D, and T. In conventional type, In Fig: 1(a) each flip-flop requires a separate clock source which increase the clocking power considerably also the chip area, voltage swing and clock skew will get increased.

Fig: 1(a) A path from clock source to clock sinks (flip-flops), (b) single bit flip-flop

Fig: 1(b) shows a single-bit flip-flop, that has two latches (Master latch and slave latch). The latches need “Clk” and “Clk’ ” signal to perform the operations. In order to have better delay from Clk->Q, we will regenerate “Clk” from “Clk’ ”. Hence we will have two inverters in the clock path. The simulation results of power consumption of D, JK,
RS, and T flip-flops are shown in Fig:2 the power is analysed by Xilinx ISE Design suite 12.3.

III. Proposed System

The aim of the present work is therefore to propose the Multi-bit flip-flops which merge the single bit flip-flop that share the clock buffer. As CMOS technology progresses, the driving capability of an inverter-based clock buffer increases significantly. The driving capability of a clock buffer can be evaluated by the number of minimum-sized inverters that it can drive on a given rising or falling time. Due to manufacturing ground rules inverters in flip-flops tend to be oversized. As we get into smaller geometries like 65nm and beyond, the minimum size of clock driver can drive more than single flip-flop.

MBFFs may offers some of the advantages is as follows:
1) design area is being small;
2) needs less power and delay;
3) controllable clock skew;
4) routing resource utilization is improved;

According to section 2, among those flip-flops, D flip-flop is chosen for this project because of its simplicity and low power consumption. Fig:3 shows the merging of 2 single bit flip-flops.

In this section, the multi-bit flip-flop concept is introduced. Before that, we will review single-bit flip-flop. Fig: 3 shows an example of merging two 1-bit flip-flops into one 2-bit flip-flop. If we replace the two 1-bit flip-flops as shown in Fig. 3(a) by the 2-bit flip-flop as shown in Fig. 3(b), the total power consumption can be reduced because the two 1-bit flip-flops can share the same clock buffer. Merging single-bit flip-flops into one multi-bit flip-flop can avoid duplicate inverters, and lower the total clock dynamic power consumption. The total area contributing to flip-flops can be reduced as well.

Fig: 4 shows the flow graph of our proposed work. Our proposed work is roughly divided into three stages. Identifying mergeable flip-flops; Build a combination table; and Merge flip-flops. In first stage, we have to identify the flip-flops which are supposed to be combined. In second stage, a combination table can be formed, which defines all possible combinations of flip-flops in order to get a new multi-bit provided by library. In third stage, the flip-flops can be merged with the help of the table.

---

**3.1 Identifying Merge able Flip-Flops**

Multi-bit flip-flop cells are capable of decreasing the power consumption because they have shared inverter inside the flip-flop. Meanwhile, they can minimize clock skew at the same time.
To obtain these benefits, the ASIC design must meet the following requirements. The single-bit flip-flops, thus we want to replace with multi-bit flip-flops must have same clock condition and same set/reset condition.

3.2 Build a combination table

If we wish to interchange many flip-flops by a new flip-flop, we have to make sure that the new flip-flop is provided by the library L, when the possible regions of those flip-flops overlap. Fig. 5 shows the instance of combination table.

In this paper, we’ll build a combination table, that records all attainable combinations of flip-flops to get feasible flip-flops before replacements. Thus, we are able to do bit by bit replacement of flip-flops consistent with the order of the combinations of flip-flops in this table. Since just one combination of flip-flops has to be thought of in every time, the search time are often reduced greatly. In this segment, building a combination table is illustrated.

A binary tree is employed to represent one combination for simplicity. Every node within the tree denotes one sort of a flip-flop in L. The types of flip-flops denoted by leaves can represent the sort of the flip-flop within the root. For every node, the bit width of the corresponding flip-flop equals to the bit width summation of flip-flops denoted by its left and right child.

Let ni denote one combination in T. In the beginning, we tend to initialize a combination for simplicity. Every node within the tree denotes one sort of a flip-flop in L. The types of flip-flops denoted by leaves can represent the sort of the flip-flop within the root. For every node, the bit width of the corresponding flip-flop equals to the bit width summation of flip-flops denoted by its left and right child.

Let ni denote one combination in T. In the beginning, we tend to initialize a combination for simplicity. Every node within the tree denotes one sort of a flip-flop in L. The types of flip-flops denoted by leaves can represent the sort of the flip-flop within the root. For every node, the bit width of the corresponding flip-flop equals to the bit width summation of flip-flops denoted by its left and right child.

A binary tree is employed to represent one combination for simplicity. Every node within the tree denotes one sort of a flip-flop in L. The types of flip-flops denoted by leaves can represent the sort of the flip-flop within the root. For every node, the bit width of the corresponding flip-flop equals to the bit width summation of flip-flops denoted by its left and right child.

Fig: 5 Example of building the combination table. (a)The library and combination table (b) Insertion of pseudo type (c) combine two n1s and form n2. (d) Combining n1 and n3, n5 is formed . (e)Combining n1 and n4, n6 is obtained (f) Final combination table.

Let bmax and bmin denote the maximum and minimum bit width of flip-flops and inserts all flip-flops whose bit widths are larger than bmin and smaller than bmax. For each types of combinations in T, attempt to combine them for making a new combination. If the new combination of the flip-flop is possible, then we might add it to the table T.

Now, for every combination in T, a binary tree would designed with 0-level, and therefore the root of the binary tree denotes the combination. Next, attempt to build new legal combinations consistent with the current combinations. By combining 2 single-bit flip-flops within the initial combination, a new combination n3 with 2-bit flip-flop will be obtained. Similarly, we are able to get a new combination n4 (n5) by combining n1 and n3 (two n3’s). Finally, n6 is obtained by combining n1 and n4.

All attainable combinations of flip-flops are shown in Fig. 9(e). Among these combinations, n5 and n6 are duplicated since they each represent an equivalent condition, that replaces four 1-bit flip-flops by a 4-bit flip-flop. To speed up the program, n6 is deleted from T instead of n5 as a result of its height is larger. After this procedure, n4 becomes an unused combination since the foundation of binary tree of n4 corresponds to the pseudo type, type3, in L and its solely enclosed in n6. When deleting n6, n4 is additionally got to be deleted.

In order to specify all attainable combinations within the combination table, all the flip-flops whose bit widths vary between bmax and bmin don't exist in L ought to be inserted into L within the above procedure. However, this is often time overwhelming. To enhance the period, just some sorts of flip-flops ought to be inserted.

3.3 Merging of Flip-Flops

A combination table is built in section 3. Now, we use the combination table to combine flip-flops will be explained in this subsection.
We may have so many combinations to form a single multi-bit flip-flop. For example, consider that we have to build a 4-bit flip-flop, we may have 3 combinations are there to setup that, i.e. by merging four 1-bit flip-flops else by merging two 2-bit flip-flops or else it can be formed by merging one 3-bit and one 1-bit flip-flop.

Among those combinations, we've got to choose the one, that offers low cost. In Fig. 7(a), f1 and f2 are chosen owing to its low cost. Hence, add a replacement node f3 within the list below n4, so delete f1 and f2 from their original list. Similarly, f4 and f5 are combined to get a new flip-flop f6, and therefore the result’s shown in Fig.7(c). Finally flip-flops within the combinations of 1-level trees (n4 and n5) are obtained as shown in Fig. 7(d), begin to create the flip-flops within the combinations of 2-level trees (n6, and n7). In Fig. 7(e), there exist some flip-flops within the lists below n2 and n4, and that we can merge them to get flip-flops in n6 and n7, respectively. Suppose there’s no overlap region between the few flip-flops in n2 and n4. It fails to make a 4-bit flip-flop in n6. Since the 2-bit flip-flops f3 and f6 are mergeable, combine them to get a 4-bit flip-flop f10 in n7.

IV. Implementation Details

We implemented this concept in a simple memory circuit and the power consumption is analysed.

![Image](image_url)

Fig: 8 A simple memory circuit

The above diagram is an example of simple memory circuit with ALU and MUX. Here three single bit flip-flops are used, which requires three separate clock drivers. In our proposed work the multi-bit flip-flop concept is implemented in these flip-flops, which requires single clock driver to drive them and the corresponding power consumption is measured.

V. Result Analysis

We implemented the concept in Verilog language and are executed by Xilinx ISE Design suit 12.3 with Modelsim simulator. The below results shows that the power difference two single bit flip-flops which uses separate clock buffer with the frequency of 50MHZ, consumes 0.00152W power and in proposed system double bit flip-flop,
Fig: 9 Comparison of power consumption between conventional and proposed system using single clock buffer for both the flip-flops with the frequency of 50MHz, consumes 0.00082W power which is more efficient than the conventional system.

Fig: 10 shows the simulated output for merging of flip-flops i.e. for Fig: 7. Here single clock is used for 7 combinations of flip-flops i.e. from n1 to n7.

Fig:11 and Fig:12 shows the simulated output and power consumption of the simple memory circuit with separate clock.

Fig:13 shows the reduced power consumption of the same circuit but driven by single clock driver.

VI. Conclusion

In this project, the concept of Multi-bit flip-flops is introduced for the replacement of single-bit flip-flop for power reduction in a simple memory circuit design. The procedure of flip-flop replacements is depending on the combination table. Process of identifying the merge able flip-flops and
building a combination table, in which the possible combination of flip-flops are combined together, are executed. Our proposed work will achieve the power reduction by triple the times than that of the conventional system.
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